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TERMINOLOGY

Term

Description

Intel® DnX

Intel® Download and Execute

EOM

End of Manufacturing

Intel® FIT

Intel® Flash Image Tool

IBB

Initial Boot Block

IBBL

Initial Boot Block Loader

IFWI

Integrated Firmware Image

ISH

Integrated Sensor Hub

OBB

OEM Boot Block

SUT

System Under Test

OEM KM

OEM Key Manifest

Intel® MSU

Intel® Mobile Signing Utility

GUI

Graphic User Interface

CLI

Command Line Interface

SUT

System Under Test (or Debug)

OxM

Original (x) Manufacturer where “x” can be Equipment or Design
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Introduction

User Guide

This document gives an overview of OxM Debug Tokens for Elk Hart Lake platforms.

The goal of this guide is to train the user to:

1.1

Prepare the platform to work with OxM Debug Tokens

Create OxM Debug Tokens
Inject OxM Debug Tokens to the platform for debug
Clear OxM Debug Token from platform after use.

Overall Workflow

Figure 1 shows the overall workflow to creating and injecting tokens into the platform.

Platform ID: Unique per platform

Token signing security

= OEM employee signs token using
keys maintained in OEM
premises.
The key used for signing the
token has the same security as
the key used 10 sign components
for secure boot

Obtain part ID

) Create a token
using part ID

Sign the token

Inject token into
platform flash

o Reboot system for
token processing

Figure 1

Assumption: Debug engineer has
physical access to the platform under
debug

Token injection: Variety of methods
available

Token is usually created for a specific platform to ensure the security of the platform.
The details of each step in the workflow is covered in the rest of this document.

1.2

Choice of tools

The following tools are used within this document :

Intel” Platform Plash Tool (Intel® PFT)

o Read PartID

Intel Confidential



I n te l 0 Introduction

o Create & Sign Token (sign using Intel® MSU)
o Inject or Erase Token

e Intel® Flash Programming Tool (Intel® FPT)
o ReadPartID

o Inject or Erase Token

Intel® PFT tool is used for creating tokens and is located in the CSME FW kit in the
“Tools” -> “DnX Tools” folder.

DnX Tools

intel(r) csme 15, .Zip ' Intel(R) CSME 154 + Tools
0O PlatformFlashTool_5.9.5.0_win32.exe Date modified: 2/20/2020 2:42 PM
Type: Application Size: 457 MB < 457 MB
[/ Tiger Lake DnX User Guide.pdf Date modified: 2/4/2020 5:16 PM
= | Type: Foxit Reader PDF Document Size: 1.03 M8 + 984 KB
0 Tiger Lake Secure Tokens User Guide.pdf Date modified: 2/4/2020 5:16 PM
Type: Foxit Reader PDF Document Size: 1.83 MB < 159 MB

Figure 2
Please also install the Intel® MSU for token signing on the host. All other tools

mentioned above are also available in the kit.

1.2.1 Case 1: If Customer implements Intel® DnX

1.2.1.1 Host and Target setup

Connect to target via USB

USBE
Debug Host Test System

Intel® Platform Flash Tool
i.e. PFT

* Runs on Debug Host

* Read PartID

* Create Token

+ Inject token

Figure 3

8 Intel Confidential User Guide
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1.2.1.2

1.2.1.21

1.2.1.2.2

User Guide

intel)

Intel® DnX Module is a binary file signed by Intel. This file has the Intel® DnX logic that
the Intel® CSE ROM will run. The file will be included in the Intel® CSME FW kit under
the “dnx” folder.

Intel® DnX module

This module should be linked to the Intel® PFT tool as shown below.

GUI

o Teken 0 (@ General seftings 7 X o e

Signing  Deviee Comnecton
Flegs: o Eattegn.. | 4 ¥ Force 1a use Drix mede (used for data retrieva), token provisoning/erasure) T

Firmwors DX module: [C:/usersfOanioa s omF_oxa bin B2

L " ¥ Autamascally gst device data when genraing fobans
rantin:
|
£1+]
ptm: |

| —

e e oo

nnnnn

Figure 4

Make sure the target system is in Intel® DnX mode by checking the “Device Manager” of
the Host under “Universal Serial Bus device” should show Intel® DnX device

CLI — Intel® DnX Firmware Downloader

Intel® DnX Firmware Downloader is the name of the executable that provides command
line interface for Intel® DnX to interact with Intel® CSE firmware and perform different
Intel® DnX operations. This is also installed by the Intel® PFT at the path —

“C:\Program Files (x86)\Intel\Platform Flash Tool”

Intel Confidential 9
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1.2.2

10

Share

View

> This PC > QSDisk (C) > Program Files (x86) > Intel > Platform Flash Tool

y Folders
ken

O Name Date modified
Licenses 7/10/2019 2:38 PM
modules 7/10/2019 2:38 PM
platforms 7/10/2019 2:38 PM

Tzexe 12/20/2018 12:47 ...
adb.exe 4/17/2019 4:59 AM
@ AutoUpdater.exe 7/10/2019 5:52 PM
cflasher.exe 7/10/2019 5:58 PM
dfu-util.exe 7/10/2019 5:52 PM
dnxFwDownloader.exe 7/10/2019 5:52 PM
DownloadTool.exe 7/10/2019 5:51 PM
event-uploader.exe 7/10/2019 5:52 PM
Figure 5

Case 2: If Customer hasn’t implemented Intel® DnX

USB Thumb drive

Debug Host

Intel® Platform Flash

Type

File folder
File folder
File folder
Application
Application
Application
Application
Application
Application

Application

Application

Introduction

574 KB
1,928 KB
242 KB
6,258 KB
196 KB
98 KB
828 KB
157 KB

Test System

Intel® Flash Programming Tool

Runs on Target Under Debug

Tooli.e PFT i.e. FPT
* Runs on Debug Host .
+ Create Token *

Figure 6

Get Part ID

Inject token or Erase token

As seen, Intel® Platform Flash Tool is used for token creation, however Intel® Flash

Programming Tool is used for Part ID and token Injection operations.

Details on Intel® DnX technology are covered extensively in the Intel® DnX User Guide.
Briefly, from debug perspective, Intel® DnX technology is a closed chassis means to
inject a OxM Debug Token which can re-enable debug features like the ITH logs for
CSME or disabling Bootguard checks for debug.

Intel Confidential
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1.3 Usage of Tools
OxM Debug Engineer’s Host OxM’ s SUT Used when?
Machine
. . R&D or Manufacturing debug
Intel” Platform Flash Tool (PFT) Intel” Flash
Programming Tool
Intel® Mobile Signing Utility (FPT) Post EOM debug

(MSU)

Intel® DnX module from CSME
FW kit — Only if OxM platform is
enabling DnX feature.

- R&D or Manufacturing for OEM

Intel® MEU Tool Key Manifest update

R&D or Manufacturing debug

Post EOM debug

- R&D or Manufacturing debug
Intel® FPT

Intel® FIT Post EOM debug

User Guide Intel Confidential 11
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Overview of OxM Debug Tokens

12

2.1 Introduction

OxM Debug Tokens are used in Elk Hart Lake platforms to allow debug operations
otherwise blocked after End-Of-Manufacturing.

The OxM Debug Token is authorized by OEMs to help them re-enable debug
capabilities such as

1. For OEM (starting Coffee Lake)
= OEM Unlock
— Debug OEM signed components: ISH GDB
= Disable OEM signed IP FW authentication during R&D
= OEM BIOS Payload to pass BIOS settings to avoid re-flashing debug BIOS

= Intel® BootGuard disable to debug OEM BIOS or debug non-booting
systems

2. Intel® CSME
=  CSME ITH trace Enable/Disable for OEMs
3. Enable Debug Interfaces (USB2.Dbc or BSSB 4 wire)
= Enable Closed chassis debug (MEEN) without changing IFWI
4. CPU Run Control for debugging OS Applications
5. Enable DnX Flash Capabilities after EOM

Tokens are digitally signed so that the target platform knows to accept them — thus they
are secured and authorized. This chapter details the various details and is for
understanding the tokens better. For tool usage, refer to Chapter 3.

2.2 Preparing the Platform to Accept OxM Debug Tokens

OxM Debug Tokens must be digitally signed, to ensure that the target platform will
authorize them.

To “enable and use” OxM debug tokens on your platform is a 2-step process as shown
below.

Intel Confidential User Guide
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1
= Generate key pair for signing token i | = Follow token creation process
= Provision hash of public key into i | = Sign token with generated private key
platform . | = Inject token into platform
i | = Restart system
I
i
OEM Manufacturing ! OEM Debug Scenarios
I
Note: The OEM key manifest is updated Note: These scenarios can be during
with the key hash pre-production, during production or for
returned devices
Figure 7
2.2.1 High Level Process

Assumption: At Manufacturing, the OEM is also signing other FW components like ISH
or Audio and is aware of OEM Key Manifest structure.

At Manufacturing, if the OEM does not wish to add any other components other than
OxM debug token, they still need to create the OEM Key Manifest which is basically a
structure to provide information about OEM signed components

High level flow is described below —

User Guide Intel Confidential 13



i n te l 0) Overview of OxM Debug Tokens

OxMs assign a Private Key for the OxM debug token and keep it secure.

OxMs create a Public Key Hash of this Private Key for OxM debug token.

OxMs add this token Public Key Hash value in the OEMKeyManifest.xml
(create Key manifest using Intel(R) MEU tool), the token field is :
OEMDebugManifest

OxMs generate the corresponding OEMKeyManifest.bin file and sign it.

OxMs must build their IFWI by stitching this OEMKeyManifest.bin using Intel(R) FIT

At EOM (End of Manufacturing)/closemnf process, the public key hash value will be
burned into the HW FPFs permanently.

Figure 8

2.2.2 Detailed process (EOM)

Note: At the time of End-Of-Manufacturing(EOM), the Public key-hash of the Private key
which will be used to sign OxM Debug tokens late is added to the OEM Key Manifest.
Failure to do so will result in invalid tokens which cannot be used.

1. Using Intel® MEU tool, create OEMKeyManifest.xml

VLA CAULLULLIA VEAULT VAVVUY il GlALT SMWMANR LSS WS AW LALn MWEMTL Ll ULE YV EAS AU SWSe Ly [~
<VersionBuild value="0x0000" help text="Indicates the build number in the versiocn numbering" />
<KeyManifestEntries>

<KeyManifestEntry>
<Usage value="OemDebugManifest"
value list="BootPolicyManifest,,hiUnitBootLoaderManifest,,iUnitMainFwManifest,  cAvsImageOManifest, , cAvsIms
<HashBinary value="C:\Users\ ot Tt oot T . * \WINDOWS\pub_hash.bin"
</KeyManifestEntry>
</KeyManifestEntries>
'OEMKeyManifest>

Figure 9
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2. Add a KeyManifestEntry with value “OEMDebugManifest” for OEM token.
3. Point to the Public Key hash binary generated for signing the token.

Note: This process is the same for adding any other OEM component to the manifest.
For tokens, note the new string. The signing process in detail is captured in the Intel®
Signing and Manifesting guide document in the FW kit.

4. Generate the OEMKeyManifest.bin using the Intel® MEU

Sign the OEMKeyManifest.bin

6. Add this signed OEMKeyManifest.bin and its public key hash to the full
image using Intel® FIT and build the image.

v

Flash Layout

* Content Protection

Fash Settngs

Parameter Value

PAVP Supported Yos This setting determines if the Protected Audio Video Path (PAVT
Frtegrated Oock Controles | LSPCON Internal Displa... MNone This setting determines which port for LSPCON will be connecte
[ —— HDCP Internal Display P... PortA This setting determines which part is connected for SK autput
Intemal PCH Busas |
P ~ Graphics uController
Integrated Sensor Hub
.Detu Parameter Value

GuC Encryption Key 00 00 00 00 00 00 00 0... This option is for entering the raw hash 256 bit string for the Gr

CPU Straps
e ~ Hash Key Configuration for Bootguard / ISH

GO

IrtelR) Precse Touch And Stylus

OEM Public Key Hash 4D
OEM Key Manifest Binary  §DestDir\CFL-5_Base\...

Papv hash string for the SHA-256 hash of the OEM public key co
janed manifest file containing hashes of keys used for signing

Figure 10

7. Finally, when EOM/closemanuf is done, the fuses will be burnt with the
relevant key hashes.

Note: As noted earlier OEM is responsible for the security of the key used to sign
token. Intel recommends -

e Maintain security of key with same security level applied to Intel® BootGuard or
secure boot keys

e Ensure only authorized personnel have access to key
e The token signing key is different from other keys used in the platform

User Guide Intel Confidential 15
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2.3 General Signing FAQs & Recommendations

1. Who owns the signing keys of OxM debug tokens ?

The Entity that owns burning Field Programable Fuses also owns other OxM
component keys like ISH/Audio and OxM debug tokens.

This can be the OEM or the ODM depending on the customer work model.

2. Can the keys used for OxM debug tokens be same as other components or
OEM Key Manifest?

The key ownership is entirely with the customers and they can choose to use the
same key or different keys. It is up to the customer as debug tokens are now an
OxM component. Intel recommends using different keys for different components
as mentioned earlier in this document.

3. How can ODM debug engineer request token to sign? How long would it take
to get a debug token signed?

This depends on the OEM-ODM secure work model. The OxM owns having a secure
and trusted mechanism for an authorized OxM debug engineer to request to sign an
OxM debug token.

4. What if OxM doesn’t put the debug tokens public key hash in the OEM Key
Manifest during Manufacturing or R&D ?

The above scenarios are quite possible. OxM can add the OxM Debug public key
hash later, if and only if an OEM Key manifest was present at the time of EOM. In
short, no OEM Key Manifest means no capability to add any entry to the OEM Key
Manifest later.

Note : Detailed information on OEM signing is captured in the Intel® Signing and
Manifesting guide, section 3.5

Intel Confidential User Guide
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24.1

2.4.2

24.2.1

User Guide

2.4 Token Features

This section describes each of the Token’s properties and serves as a reading material.
For tool related features, go to Chapter 3.

Part ID

After End-Of-Manufacturing, if the OxM debug engineer wants to debug a specific
platform, they need to obtain the Part ID of this system. A token created for this system
cannot be used on another system. Thus, a Part ID is the basic requirement for creating
an OxM debug token. Since the Part ID is read from the system under debug, the OxM
debug engineer should have physical access to the SUT.

During Manufacturing, the OxM debug engineer can also use the OxM debug token to
enable debug features. This type of token need not be tied to a specific Part ID and can
be valid on multiple systems.

Note: The token is created and signed by using OxM’s secure signing mechanism by
an authorized OxM debug engineer. If there is a signature mismatch, the debug token
is simply invalid, it is ignored, and the platform remains in its original state before
injecting the token.

Flags

A OxM Debug Token can be “fine-tuned” with certain properties depending on the use-
case of the OxM debug engineer. This section explores the main options.

Expiration

An OxM debug engineer can time the token to expire after “x” number of seconds. This
feature is useful when the OxM debug engineer wants to secure the amount of time an
OxM debug token is active.

On the other hand, the OxM debug engineer can also create an OxM debug token that
does not expire at all. This type of feature is useful for long running stress tests or
validation cycles where an issue can happen after uncertain time.

If an OxM debug token with “No Expiration” and necessary debug features has been
stitched in the image that’s running in such a use case, then the token will be available
forever.

No expiry = forever token. The OxM debug engineer should consider erasing the token
as soon as debug is over.

Intel Confidential 17
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24.2.2

24.2.3

24.3

24.3.1

24.3.2

18

Anti-Replay

This feature allows the OxM debug engineer to protect from the re-use the same token
on the same SUT.

With Anti-Replay enabled, the OxM Debug Token will be invalidated when a Part ID is
read again or the system has been re-flashed, CMOS cleared or cold reset.

For best security, enable Anti-Replay and set the appropriate Expiration time.

Globally valid

As mentioned earlier, during Manufacturing, an OxM debug engineer can create, sign,
and inject a OxM Debug Token that is valid on multiple parts and is not tied to single
platform.

By enabling the Globally valid feature of the OxM Debug Token, this can be achieved.

Note that, once End-Of-Manufacturing/closemnf is done, a globally valid token is no
longer effective.

Debug Features

There are various debug features that can be enabled or disabled using an OxM debug
token. This section explores those options one by one.

OEM Unlock

On production systemes, this feature allows the OxM to “unlock” their IPs for conducting
their debug. For example, PSE IP which is customized by the OxM’ s, can be unlocked for
trace and run control purposes.

Since the OxM debug token is signed by an authorized OxM debug engineer using
secure signing mechanism, only authorized OxM debug users will have access to this
operation. If the token verification fails, the system will continue to stay in its original
error state.

Disable Bootguard and enable CPU probe mode

The specific feature allows the OxM debug engineers to temporarily disable Bootguard
features and boot the failing system for conducting debug.

There are four fine tuning options available —
1. BootGuardDisabled
2. BootGuardNoEnforcement:
3. BootGuardNoTimeouts
4. BootGuardnoEnforcementAndTimeouts

Intel Confidential User Guide
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2.4.3.3

2434

User Guide

Subsequently, it also allows enabling CPU Probe mode for run control debug purposes.
This is equivalent to setting Disable CPU Debug (DCD) to 0.

Since the OxM debug token is signed by an authorized OxM debug engineer using
secure signing mechanism, only authorized OxM debug users will have access to this
operation. If the token verification fails, the system will continue to stay in its original
error state.

Enable Tracing

The OxM debug token can also enable “CSE Tracing” allowing the collection of ITH
debug logs by the OxM debug engineer.

Important Note:

Starting Tiger Lake, CSE ITH logs can ONLY be re-enabled on a production platform (
after End-Of-Manufacturing/closemanuf) using a debug token due to security
hardening of the CSME IP.

If the OxM has enabled OxM debug token feature on their platforms, this option will
allow them to collect ITH traces and attach to relevant CSE sightings or do initial triage
on their own.

If the OxM has NOT enabled the OxM debug token feature on their platforms, they
should contact their Intel debug representative for helping with ITH log collection.

OxM ITH logs are also now improved to be more intuitive for the OxM debug engineers
to do initial debug triage and help isolate issues faster. Trainings are available on Intel’s
customer training portal, please check with your Intel Customer Enablement
representative for more details.

OEM BIOS payload

The OxM debug token binary can carry a payload to the OEM BIOS allowing the OxM
debug engineer to configure these settings without having to re-build and re-flash a
debug BIOS.

For example, if the OxM debug engineer wants to unhide an usually hidden OxM BIOS
menu, the OxM debug engineer can select that in the OxM debug token.

Another example is enabling debug transports like DCI.OOB for DCI.O0B.USB2/3.Dbc or
DCI.O0B.BSSB-2 wire without re-building and re-flashing of the image on the SUT.

At the time of writing this document, the below options are supported using the 32-bit
OEM BIOS payload using various bit combinations. Detailed bit-wise description can be
found in the Intel® BIOS Writer’s Guide.

Intel Confidential 19
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Overview of OxM Debug Tokens

Option name

Description

ExposeDebugMenu [Bit 0]

Expose debug options in production BIOS
menu. If debug options menu is exposed, this
setting does nothing.

StreamingTraceSink

[Bit 1:4]

Enable Debug Transports specifying Power
Controls

Directly maps to BIOS Debug Menu choices in
Intel Reference Code

NpkPolicy [Bit 5]

Enable NPK

TraceEnable [Bit 6]

Enable BIOS traces

Note : At the time of writing this document,
this bit is not supported. Please check an
updated version of this document.

ITAGC10PGDisable [Bit 7]

Disable JTAG C10 power gate

USBOverCurrentOverride [Bit 8]

Override USB OC configuration to allow VISA

Intel Reserved [Bit 9:15]

Future Intel Use

OEM Available [Bit 16:31]

IOEM’s can use these bits as desired

Enable Debug Interface

This feature of the OxM debug token allows the authorized OxM debug engineer to re-
enable DCI.OOB.USB2.Dbc on the production locked platform without having to re-build

and re-flash the image on the SUT.

The assumption is that the OxM will not clear the USB2DbcEn Bit in their BIOS per Intel’s

recommendation.

Cancel OEM Authentication

This feature of the OxM debug token allows the OxM debug engineer to use “debug
signed” components on the platform instead of “production signed” only for debug
purposes (except BootGuard Key manifest and OEM Key manifest).

Intel Confidential User Guide
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2.4.3.7 DnX capabilities

If the OxM chooses to enable the Intel® DnX feature on their production (End-Of-
Manufacturing/closemanuf) platforms for Image recovery and re-flashing purpose.
Note, only OxM debug token operations are available after End-Of-Manufacturing.

Please refer to Intel® DnX User guide from the CSME kit for full details.

24.3.8 ISH GDB debug

This feature allows an authorized OxM debug engineer to do source level debug for the
OxM’ s ISH component. The possibilities of this option are currently being explored.

Note: If the OxM has specific requirements they would like to request, please contact
your Intel® Customer enablement representative.

User Guide Intel Confidential 21
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3.1 Introduction

In this section we discuss the other side of the Token Process Lifecyle, that is, actual
debug by the OxM’ s debug Engineer.

= Generate key pair for signing token
= Provision hash of public key into
platform

Follow token creation process

Sign token with generated private key
Inject token into platform

Restart system

OEM Debug Scenarios

OEM Manufacturing

Note: The OEM key manifest is updated Note: These scenarios can be during
with the key hash pre-production, during production or for
returned devices

Figure 11
Assumptions:
e The OxM debug engineer has physical access to the SUT.

e The OxM debug engineer is authorized by the OxM to sign the OxM debug
token OR is authorized by the OxM to request to sign the OxM debug token.

3.2 Token creation

Intel® PFT allows to generate and sign the token on the click of a button which includes
the use of template for token creation.

Token Creation - Intel® PFT GUI

As shown in Figure 12, using the Intel® PFT, Click on the “New” button, and then select
the target platform, and OEM Unlock Token as the token template for an OEM Unlock
Token.
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Flash editor

1

v
Security
L]

Provision

Loglevel

3.2.1.1 Configuring the settings

3 New token e
1. Select platform: eTmen.ake ;[
2. Select Token template: |(ENIN AT ~ |

Generate & Sign

Get Device Data

ki

Select Permissions by dicking on ‘'Certificate’
button, then dick on button below to sign the

SPIDKeyID: ﬂ
Key Size: 2048 x|
[~ Activate Anti-Cloning

@ Generate & Sign Token

Write / Read / Erase
Write a token to the device:

Erase or Read a token from the device:
Token ID: g

[ Read | % Erase I

More...

Installed as C:\Program Files (x86)\Intel\Platform Flash Toal\adb.exe

Figure 12

There are multiple options that can now be set for the token. Leave all of them with
defaults, except for the following:

3.2.1.1.1 Expiration

Set the time (in Seconds) you’d like the token to be valid. Default in the tool is 3 days.

User Guide
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3.2.1.1.2 Flags

3

OEM Unlock Token [£] | ¢

Manifest Extension:

W - - =D
Flash editor Expiration (seconds): |Osec. 3?

Type: I.?].i
Manufacturing lot: |D
Part ID:
m (53 Token Flags Selection ? X
£ x| [
Select the flags for the token from the kst below:
Part [D: [ single boot (executed from memary when consumed)
Nance: |UUmUUUU [ Gobaly valid (No individual Part ID/Noncetime base fields) ﬂ
Time base: W- [ Mb Anti-replay (ignore nonce compare) j
e expiration T
Payload: | Restricted to spedfic manufacturing lot
Kknobs: [ Manufacturing Part 1D
OEM Unlock | ISHGDBDebug | Flags value: ’U— LL
[ Activated ’Tl Cancel ‘
ID: W
value (nHex): Joooooooo Edit... |

Figure 13

In the “Flags” section you can select either -
¢ Globally valid (pre-EOM only): This means that the token can be used on any
platform whose Public key hash matches that of the Private key of the token
and is not tied to a particular platform ID. Useful for pre-EOM debugging only.

Note: Once platform is post End of Manufacturing only part-specific token is accepted
i.e., only token with Part ID (PID) will work.

e No Anti-replay: Anti-Replay protection stops a token being re-used on the same
device after token has been cleared either by clearing RTC or re-flashing Image.
Selecting “No Anti Replay” allows the debugger to ignore nonce and replay the
token.

This option is only relevant for tokens tied to a particular platform ID.
e No expiration: This means that the token has no time limit.

Note: It is recommended to use to token with time expiration and Anti-replay flag.
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3.2.1.13 Knobs

The Intel® Platform Flash Tool provides debug features as “Knobs” for the token. These
define what the token allows/disables on the platform.

You can check/uncheck the checkbox inside each tab to add the knob to the token, and
then edit the value (automatically) of the token by clicking the Edit button and selecting
from the radio buttons inside. The knobs available vary depending on the token being
created.

Payload:
Knobs:
OEM Unlock I 15H GDB Debug I Boot Guard and CPU Run Control OEM Bies Payload ] Dn¥ Capabilities CSE Tracing Enable Debug Interface Cancel OEM Authentication

[~ Activated

ID: 80850002

SN Prrrrr

Figure 14

Knob Meaning

1. Allow an OEM to
OEM Unlock 2. Enable/Disable Unlock of OEM IPs
3. Enable DAM

See Figure 15

ISH GDB Debug Enable ISH GDB support. Please check with you Intel® ISH Customer
Enablement Representative for this

BootGuard and CPU = Used for platforms that have Intel® Boot Guard enabled in IFP fuse at the
Run Control EOM. Allows to disable Intel® BootGuard for debug purposes and has the
following options -

BootGuardDisabled: Disable boot block verification process completely
and allow platform to boot.

BootGuardNoEnforcement: Disable Enforcement policy of boot block
verification process completely and allow platform to boot

BootGuardNoTimeouts: Disable Timeouts due to Intel® Boot Guard
failures allowing to debug :
1. ACM or BIOS related flows.
2. If the problem is the timer duration being too short or a problem
with ACM or BIOS itself

BootGuardnoEnforcementAndTimeouts: This is a combination of the
two features above.
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Knob Meaning

This option also clears Disable CPU Debug (DCD override to 0) allowing
for CPU Run control.

OEMBiosPayload OEM can pass 32-bit data to their BIOS. The tool will allow you to enable
these features via checkboxes to enable BIOS features like — Display
hidden menu, Enable ITH, Enable Debug interface and so on. Refer to the
Intel® BIOS Writers Guide for full information.

See Figure 16.

Note : Bit 6 is not supported at the time of writing this document. Please
check the newer version of the document, when available.

DnXCapabilities Re-enable Intel® DnX image recovery capabilities after EOM. Please refer
to the Intel® DnX User Guide for full information.

Cancel Cancel OEM IP signing verification to conduct more easy R&D of their FW
OEMAuthentication = When this option is enabled in an OxM signed debug token, it disables
the FW authentication for ISH, CAVs and IPU FW.

CHPIr UL Secunus IUEEL. - I

Type: |21
Manufacturing lot: IU

Part ID:

Add Part ID |

#ﬂﬂl

Select the value for the knob from the list below:
Part ID: I

(® 0- Mo OEM unlock

(.3 Knob Values Editor ? d

Monce: IUUUUUUUU ]-
(" 1- OEM (aka ORANGE) unlack L

Time base: Ioooooooo Il
(" 2 - DAM Enable

Pavioad: oK | Cancel |
Knobs:
OEM Unlock I I5H GDB Debug Boot Guard and CPU Run Control I OEM Bios Payload I DnX Capabilits 4 | W
[ Activated

Figure 15
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3.2.1.2.1

User Guide

Select the payload for BIOS K >

— ExposeDebugMenu

" Bit 0 - 0 No impact (* Bit0-1 Expose if Hidden

StreamingTraceSink

(" Bit 1:4 - 0000 Default to existing BIOS debug menu Settings ( Bit 1:4 - 0001 Enable DCL.OOB+DCLDBC w/Power Overrides
(& Bit 1:4 - 0010 Enable DCLOOB-2 without Power Overrides (" Bit 1:4 - 0011 Disable Debug

— NpkPolicy

(" Bit 5 - 0 Default to existing BIOS Menu Settings (* Bit5- 1 Force On. BIOS shall keep NPK enabled

TraceEnable

" Bit 6 - 0 Default to existing BIOS Menu Settings @ Bit 6 - s —
—JTAGC10PGDisable
i (" Bit 7 - 0 Default to existing BIOS Debug Menu Settings (& Bit 7 - 1 Enabled, Disable JTAG C10 power gate
USBOverCurrentOverride
(" Bit 8 - 0 Default to existing BIOS Debug Menu Settings (& Bit 8 - 1 Enabled. USB Overcurrent is overridden to allow VISA
— Intel Reserved
11 ste [~ Bit10 [~ Bit11 [ Bit12 [~ Bit13 [ Bit14 [~ Bit1s

Available for OEM Use

[ Bitie [~ Bit17 [ Bit1s [ Bsit1o [ Bit20 [~ eitz1 [~ Bit22 [ sit23
[ Bit24 [~ Bitzs [ Bit2s [~ sit27 [ Bit2s [~ eit2o [ Bit30 [ sit31

- 0K | Cancel

Figure 16

Getting the Target’s Part ID

Part ID is only relevant on Post-EOM systems.

Using Intel® DnX - GUI

Check section 1.2 for Intel® DnX setup. For Part ID, click on “Get Device Data” as shown
below.
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@ Intel @ Platform Flash Tool 5.10.0.0
File | Security Help

Get Device Data i

4] Mg
Generate Token Payload Binary
+ Sign Token Payload =
. Sign Current Token Edit flags... | —Device sele
Fla ﬂ Convert Binary Payload (.bin) to XML 3: I
ﬂ Convert Signed Binary (. tok) to XML —Partld—
I'QI Write Token to the device I
8% General Settings Generate |
) User Guide
il | Select Pe
Provision button, th
PartiD: |
SPID-Keyll
Nonce:  |0D0DO0OD |Hexa =]
Key Size
Time base: |00000000 |Hexa =]
[ Active
pavioad: I
Knobs: Write / Re
OEM Unlock I5H GDE Debug Boot Guard and CPU Run Control OEM Bios Payload | Dn¥ Capabilities » Write a tol
I~ acwated I

Figure 17

Using Intel® DnX - CLI

Check section 1.2 for Intel® DnX setup. Launch a Command prompt to execute
“dnxFWDownloader.exe”

dnxFwDownloader.exe --command gettokenpid --fw_dnx
DNXP 0Ox1.bin --flags 0

Where:

Option Description

-~fw_dnx CSME Firmware Kit

path to the DnX module binary DnXP_0x1.bin from

Slot number for anti-replay protection of
corresponding token:

--flags temp storage in SRAM

These are described in section 3.3.1.3

0: No AR protection needed. Nonce is stored in the

1: Nonce generated is stored in first Nonce slot

Intel Confidential
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NO Intel® DnX

Check Section 1.2 for the proper set up.

Launch the Intel® FPT tool runs on the target being debugged.

Operation Command Line

Get Part ID of the target platform FPT.exe —GETPID <file>

This will retrieve the part ID into a file.

Next, Copy this file to a storage device. Launch Intel® PFT on the Host and click on
“Browse” button as shown

OEM Unlock Token [£3 | © New | Open |
Flash Manifest Extension: e | savens | |
= - -
I Flags: 2 Edt flags... e sckechid I
Flash editor - [ =]
Expiration (seconds): |Osec. -
Part1d
Type: 21
B Weskiopipidbin (aronse )
Manufacturinglot: |0 3 —
Retrieve device data X Generate & Sign
Part ID:
! Click on button below to generate a ful signed
Add Part ID o Device data have been retrieved successfully! token:
Artifactory 20 I KeySize: |2048 _x]
: =] onn oo ,
Provision Nonce: lgheaesd [Hexa =] !
‘Write / Read / Erase
Time base: jangdnsfa (Hexa k3| T L
|
Payload:
Erase or Read a token from the device: |
Token ID: 0 -
OEMUnlock | ISHGDBDebug | BootGuardand CPURunControl  OEMBiosPayiosd | Drx Capabiits 4 P
[V Actvated | Read | %, Erase |
o a0ss0051 i Hhoce: o
Value (in Hex): [1e5 Edit...
4.231 DFRIIG : [Autn | indate] Runnina *C: Pranram Files (vRA) Tntel Platfarm Flach Tanl\Auinl Indater sxe™ "check™ "™ "—infn-channel™ "—snurce” "hitne: I/

Figure 18

If there are multiple Part IDs, you can use the “Add Part ID” button as shown
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Part ID:
Add Part ID
= B
PartID: | \
Nonce: [00000000 | Hexa v
Time base: |00000000 | [Hexa -

Figure 19

Token Creation - CLI

To create the token, browse to the Intel® PFT’s installation folder and launch the file

tokens_list_<project_name>.xml|

<2xml version="1.0" encoding="UTF-8"2>
i<tokens versi format= _fi
1 <token name="OEM Unlock Token" platfo

r=rsimple">
kefield" toke 37>
oken to be valil
1" numbe

" versio
of your de
time_base="00000000"/>

1 <manifest_exte:
<!-- Enter

ds

d, nonce and tim
<part_id nonce="00000000" part_id="0x

- </manifest_extension>

<payload nb_knobs="4">

EM Unlock" id="0x80860002" data="0x00000001" activ: />

ootgaurd” id="0x80860030" data="0x00000002" activa >

ated" points t h knob is activated>
on the list below. The data is in hex>

<EnableReadingNvmContent
<knob name="DnX Capabilities" id="0x80860101" data="0x00000001f" activated="1"/>
- </payloads
- </token>
-</tokens>

Figure 20

EM Bios debug" id="0x80860051" data="0x00000001" activated="1"/>

="1" payload_version="1" flags="0" expiration_seconds="3600" manufacturing_lot="0">

As shown above, set the token Flags as mentioned in section 3.3.1.1 like expiration,
anti-replay etc under “manifest extension” tab.

Note that the flags should be a hex value as described in the comment.

Also, choose the knobs that should be enabled for your debug purpose. Discussed in

section 3.3.1.1.3

As shown in example above, OEM Unlock, Bootguard and OEM BIOS debug are all

activated.

The “part id” can also be copied into this xml file after reading it using either of the

methods provided in Section 3.3.1.2

Intel® DnX capabilities knob is also filled in with data and is activated in this example.
For more information on this, please refer to the Intel® DnX User Guide.

Once the knobs are set, run the command

Intel Confidential
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# token-manager-tool-cli.exe -c tmt cli config file.xml -g

to generate the token. See snippets of sample output.

C:\Program Files (x86)\Intel\Platform Flash Tool> token-
manager-tool-cli.exe -c tmt cli config file.xml -g

INFO : Intel (R) Token Manager Tool CLI v1.7.0-0 (built on
Friday February 22nd 2019, 08:25:57 UTC)

INFO : option 'c' used: config file for TMT CLI

INFO : XML config file to use: 'tmt cli config file.xml'
INFO : Checking config file...

INFO : Checking 'commands' section...

INFO : Checking 'globalSettings' section...

INFO : Checking Local signing parameters...

WARNING: Signing keys local passphrase info not set in XML
config file!

INFO : Done!

INFO : Config file looks ok :-)
INFO : option 'g' used: generate the token binary
INFO : Output token payload file:
c:\TEMP\tmt tmp token PAYLOAD.tok
INFO : Broxton token detected
INFO : [TmtApi] Token has been successfully generated to
c:\TEMP\tmt tmp token PAYLOAD.tok
INFO : Done!
INFO : Token payload done:
'c:\TEMP\tmt tmp token PAYLOAD.tok'
INFO : Bye!
3.3 Signing

3.3.1 Manifest header

Please also install the Intel® Mobile Signing Utility released in the kit for signing. Intel®
PFT works with this tool for signing, once installed.

For customers who don’t want to use Intel tools for signing, this step is used for test-
signing the token binary with the required Manifest header, which the customer can
sign later with actual private key that they own in their environment using their own
preferred signing method, similar to other OEM signed components.
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Note: Please contact your Intel Customer representative if you have any questions
regarding this step. Any mismatch of keys will cause the token to be discarded and
hence this step is critical.

Intel® PFT GUI

In-order to sign the tokens, the key and signing information should be entered into the
Intel® PFT tool under the “General settings” tab.

To create a password protected private key, using OpenSSL, using for example ‘foobar’
as the password, run the following command from the CLI:

# openssl.exe genrsa -passout pass:foobar -out
privkey pwd.pem 2048

Note: A token with key hash that doesn’t match value in OEM Key Manifest will not
work. Before you continue with token creation be sure the OEM key manifest is
updated. See section 2.2 “"Preparing the Platform to Accept OxM Debug Tokens”

OpenSSL tool mentioned above is one of the tools that can be used to create a private

key and corresponding public key pair. Customers can have their own tool or method
to cover this.

As shown in Figure 21 below, Customers can enter the signing key information in the
PFT under “Security”-> Security Option -> General Settings

The “Key” field consists of the key file location and the “Password” is the password if it
was used to create the key as mentioned above.
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Hanifest Extension:

08M Unlock Token 3 | 58 General Settings 9 ? X Prew | — |

igning | Device Connection | Save | Save As |
Flags: Signing method peachcn
Expiration (seconds): =
Type:  Remote HSM @ Localkeys C Local HSM A |

Manufacturing lot: Browse I

Part ID: ~Signing keys- E

te & Sign
Add Part ID | i
= Key file: || c ’—-,_ Get Device Data &
20 | [Your .pem key mel—‘. =

y cicking on 'Certificate’

Password: | , then cick on button below to sian the

pactm: | | | e @
yID:

Norce: |000000 — Secure Provisioning

e: 08 x|
Time base: |uuouoc| Online RSA Public key file: |
etivate Anti-Cloning

Online RSA Private key file: |

@ Generate & Sign Token

Offline RSA Public key file: |

%

Knobs:
oemurlode | 1§ | Offine RSA Private key file: |
[ activated - Anti-Cloning -
D ﬁ Fublic OEM ID

Value (n Hex): |oog l

L@ Generate from Private entries

Variant D E
Log level
- 06/22/20 16:47:47.083 INA I Pl
INFO Ml tool[=ventiploader] = C:\Pr) E
5 tool[jlinkDowrloader] = JLink
Figure 21

3.3.1.2 Intel® PFT CLI

Signing key information can be updated in the tmt_cli_config.xml by browsing to the
Intel® PFT installation directory.

5 "local passphrase" ("spid® and "keyid" are NOT used 1
kes1l, etc.) as "local passphrase” ("spid" and "keyid" are NOT used i

cal key" and "local passphrase" are §OT used ahts (spid and keyid) can be retr

in this case) - user ri

\OpenSSL-ﬁinaz\bin\p:imy'peni" local passphrase="" spid="" keyid=""f§

Figure 22
Under “signing_keys”:
type is local and can be set by entering 2
local_key is the path to the private key

local_passphrase is the password used for creating this key.
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Once the token is configured or the token payload binary created, the next step is to
sign the token with the signing keys

Signing token

If the information was already set per Section 3.3.1, this step will sign the token using
the saved Private key information.

If OEM doesn’t want to use Intel tool to sign the token with actual private key, this step
can be used to sign token with debug/test key. Signing gives full structure that is
acceptable by the FW.

Note: Do not skip this step. The token payload must have the correct Manifest
header. If you have any questions, please contact your Intel® Customer Enablement
representative.

The customer can then replace the debug key with actual private key using their own
tools. This step is similar to how Intel® MEU signs debug FW and then replaces debug
key with production actual key.

Intel® PFT GUI

After configuring the token settings and knobs from the template, generate and sign the
token using the “Generate and sign Token” button. Refer to Figure 23
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@ Intel® Platform Flash Tool 5.10.4.4

File Security Help

Flash editor

Provision

Log level

TRACE

£

3.3.4

intel,

- O X
OEM Unlock Token [EJ | New | Open |
Manifest Extension: Save | Save As |
Device selection
Flags: 12 Edit flags...
- | =]
Expiration (seconds): |Osec. 3

Type: 21
Manufacturinglot: [0

Part 1D:
Add Part ID |
= B |
Part ID: I
Nonce: |00000000 [Hexa =]
Time base: |00000000 [Hexa =

Payload:
Knobs:
OEM Unlock | I5H GDB Debug I Boot Guard and CPU Run Contral

[ Activated

D: 80860002
Value (in Hex): |00000000 Edit... |

OEMBios Payload | DX Capabiliti 4| P

Part Id
’7| Browse

G te & Sign

Click on button below to generate a full signed
token:

KeySize: 2048 x|

[ Activate Anti-Clon

Write / Read [ Erase

Write a token to the device:

Erase or Read a token from the device:

Token ID: I— Q
4 Read |

[ More...

hom |

Figure 23

Intel® PFT CLI

Under the Intel® PFT’s installation directory launch the terminal to use the command
# token-manager-tool-cli -c "tmt cli config file.xml" -s

User Guide
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4 Token Injection

4.1 Introduction

Tokens can be injected into a platform using tools such as Intel® FPT or using Intel® DnX.
Some tokens can also be compiled into the firmware image, using Intel® FIT. The Intel®
PFT, used for creating tokens, can also be directly used to inject the token using Intel®
DnX, via a Ul button.

4.2 Using Intel® DnX

Intel® PFT only supports Token injection within the tool using Intel® DnX technology.
Please check section 1.2 for more details. The target machine must be in Intel® DnX
mode.

4.2.1 Intel® PFT - GUI

The tool has a “Write” button as shown below to write the token to the system.

Intel @ Platform Flash Tool 5.8.9.0 - O et

File Security Help

OEM Unlock Token @ o New Open

Manifest Extension: Save Save As

E Device selection
. -
FamhElie Expiration {seconds): |Osec. Ea
Type: G te & Sign

Select Permissions by cicking on 'Certificate’
button, then dick on button below to sign the

Part ID: token:

Add PartID smkeyi: || |@

I

Manufacturing lot:

[] Activate AntiCloning

=0 @

Artifactory

¥ PartiD: | |

Nence:  [000D0000 | Hexa =

Provision

Time base: 00000000 | [Hea =

Payload:

Knobs:
OEMUnlock  ISHGDBDebug  Bootgaurd  OEM Bios debug & read % Erase
[] Activated
: 80850002

Value {in Hex): 00000000 Edit...

17.121 INFO : OS version detected: Windows 10 (x564) ~
:37.143 INFO : Localhost IP address: 10.79.141.59

137,151 INFO : SSL supported: Yes

:37.768 INFO : JAVA supported: Yes

137,768 INFO : Using TMT API version: 1.8.0.0

768 INFO : Using TMT API buid: Thursday August 0Sth 2018, 11:16:00 UTC

08/15/18 1 .444 INFO : Total size of downloaded flash files: 0.00 bytes

Clear Log 08/15/18 14:49:42.444 INFO : Disk space available on drive C:/ : 417.63 GB v
ORM5/1R 14:4%:43, 2730 TNED : Adh and fasthont hinaries 0K

Figure 24
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intel,

[ Intel® Platform Flash Tool 5.8.9.0 — O b
File Security Help
OEM Unlock Token [ [ +) Mew Open
Manifest Extension: Save Save As
E/ Device selection
Flags: Edt flags...
Flash cditor |[HRR—
Generae  sian
. . Select Permissions by dicking on 'Certificate’
Mfactrnglot: 0| butten, then dlick on butten below to sign the
Part 1D: token:
addpart 0 soxem: [ | @
D Activate Anti-Cloning
= B
@ Generate & Sign Token
PartD: | |
Nonce:  [00000000 | Hexa = Write / Read / Erase
Provision ‘ Wirite a token to the device:
Hexa ¥

Time base: 00000000

OEM Unlock 15H GDB Debug
[] Activated
1D: 80860002

Value (in Hex): | 00000000

Erase or Read a token from the device:

Bootgaurd OEM Bios debug

Edit...

Figure 25

The token will be consumed and validated by the firmware on the next platform reset,
so the machine should be rebooted after injection. It will remain there until it is erased,
or the firmware is re-flashed, erasing the token.

4.2.2 Intel® PFT - CLI

Check section 1.2 for Intel® DnX setup. Launch a Command prompt to execute
“dnxFWDownloader.exe” and use ‘writetoken’ command

Sample:

dnxFwDownloader.exe --command writetoken --fw dnx
DNXP 0Ox1l.bin --token token_ to write.bin --slot 0

Where:
Option Description
—fw dnx path to the DnX module binary
- DnXP_0x1.bin from CSME Firmware Kit
--token path to the token
--slot Slot Index of the token

User Guide
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4.3 NO Intel® DnX

Intel® FPT

If customer doesn’t use Intel® DnX technology, the OEM Unlock Token can be injected
into a platform using Intel® FPT. This should be followed by a global reset.

The token will remain there until it is erased, or the firmware is re-flashed, erasing the
token.

Operation Command Line

Writes the token where the filename is the token  Fpt.exe -WRITETOKEN<file>

name
Fpt.exe -greset

Note that these APIs are unable to give any indication if the token passed validation or
not. However, this information can be collected via Intel® System Trace.

Stitching a Token into the Firmware Image

The OEM Unlock Token can be compiled directly into the firmware image when it is
built, using Intel® FIT. Use this step if you can re-flash the IFWI. Otherwise consider
either Intel® FPT or Intel® DnX

As shown in below Figure, this information is entered under the Debug tab, in the
Unlock Token field. An image prepared this way can be used for debug purposes but
should never be burned on production systems.

Intel ® Flash Image Tool - O X
File Build Help
S B E Q Q Intel(R) LakeField Chipset LKF No Emulation Target Type |SPI ~
Flash Layout ‘ Delayed Authentication ... No This setting enables Delayed Authentication Mode on the platform.
Flash Settings

~ Intel(R) Trace Hub Technology

Intel (R) ME Kernel

Platform Protection

Internal PCH Buses Intel(R) Trace Hub Binary This loads the Intel(R) Trace Hub binary that will be merged into t...
Pawer Intel(R) Trace Hub Deb... No Intel(R) Trace Hub Debug Messages Enabled - When set to Yes, e...
L el Ee Unlock Token This allows the OEM to input an Unlock Token binary file for closed...

Integrated Clock Controller ‘ Parameter Value Help Text =

Camera

_ Intel(R) Trace Hub Soft... No When set to Yes, enables Intel(R) ME FW trace messages. Note: ... ~
Debug

CPU Straps ~ Intel(R) ME Firmware Debugging Overrides
Flex 1/0

|
|
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5 Erasing the Token

intel.

Tokens can be erased from the platform using the tools such as Intel® FPT or using

Intel® DnX.

5.1

Using Intel® DnX

Please check section 1.2 for details on the setup. The target machine must be in Intel®

DnX mode.

5.1.1 Intel® PFT - GUI

Using the “Erase” button on the Ul, this tool can clear the token from the device.

E Intel® Platform Flash Tool 5.8.9.

Fle Secrity Help

OEM Unlock Token [

Manifest Extension:

Flash editor

Manufacturing lot:

Fiags:
Expration (seconds):
Type:

0

Edit flags...

Part ID:
Add Part D
Artifactory = B
d PartD: | |
- Nonce:  |00000000 | Hea =
Provision
Time base: 00000000 | Hexa =

OEM Unlock

[] Activated

ISH GDE Debug

Bootgaurd  OEM Bios debug

D 80850002

Value (in Hex): | 00000000 Edit...

- O X
[+] New Open
Save Save As

Device selection

G te & Sign

Select Permissions by diding on 'Certificate’
button, then dick on button below to sign the
token:

e —

[] Activate Anti-Cloning

Write / Read / Erase
Write & token to the device:

Erase or Read a token from the device:

Token ID:

& Read

I More...

08/15/18 14:48:37.121 INFO

444 INFO
0R/15/18 14:49:43.230 INFO

Clear Log

- 05 version detected: Windows 10 (x64)

Localhost IP address: 10.79.141.58

: S5L supported: Yes

: JAVA supported: Yes

: Using TMT API version: 1.8.0.0

 Using TMT API build: Thursday August 03th 2018, 11:16:00 UTC
 Total size of downloaded flash files: 0.00 bytes

: Disk space available on drive C:/ : 417.63 G8

 ach and fasthaat hinaries 0K
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5.2.1

5.2.2

40

Intel® PFT - CLI

Open a command prompt in to execute the “dnxFwDownloader.exe” and use
‘erasetoken’ command.

Sample:

dnxFwDownloader.exe --command erasetoken --fw dnx
DNXP 0Ox1.bin --slot 0

Where:
Option Description
—fw dnx path to the DnX module binary DnXP_0x1.bin
- from CSME Firmware Kit
--slot Slot Index of the token
5.2 NO Intel® DnX
Intel® FPT

If customer doesn’t use Intel® DnX technology, the OEM Unlock Token can be injected
into a platform using Intel® FPT, running on the platform 0S. This should be followed
with a global reset.

The token will remain there until it is erased, or the firmware is re-flashed, erasing the
token.

Operation Command Line

Delete the token for the token ID provided FPT.exe - ERASETOKEN<pid>

Fpt.exe -greset

Note that these APIs are unable to give any indication if the token passed validation or
not. However, this information can be collected via Intel® System Trace.

Re-flash a new image

Another option is to flash a completely new image without any OEM token binary which
was initially put as mentioned in Section 4.3.2

Intel Confidential User Guide
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Reading the Token

6.1.1

User Guide

6.1 Using Intel® DnX

Please check section 1.2 for details on the setup. The target machine must be in Intel®
DnX mode.

Reading of token is currently only supported via Intel® DnX

Intel® PFT - GUI

Click on the “Read” button as shown below. The tool will ask to save this token with a
file name. Browse to the location where the tool should save this token to.

The device selected to read the token from should show in the “Device selection” box.

] Intel® Platform Flash Tool 5890 -9
OB Lrioa Taen [ [+] ew oer
= P
[ Sevcaseecer Q
Hage: u ot ...
Hosh btor e = s mecan

e a Comrale b San

Sect Fewmson by cibing o1 Cr sk
sl - e, e Ok on st ek 5 5

WD ISR B RN

e GaSa00 Hew v

Tiveboves 00528 fem ¥

Pavoad:

[ T p———— or' 0
foylbybetin
0Em Uniech- N VT84 Dvarrde 19 38 Datng Db BCE Lo oot A Fomets e ,

Aetated

ooz

Figure 28
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6.1.2
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Intel® PFT - CLI

Reading the Token

Open a command prompt in this location to run the “dnxFWdownloader.exe” using
your OS Terminal and use ‘readtoken command.

Sample:

dnxFwDownloader.exe --command readtoken --fw dnx
DNXP 0Oxl.bin --path read token.bin --slot 0

Where:
Option Description
—fw dnx path to the DnX module binary DnXP_0x1.bin
- from CSME Firmware Kit
path to output file to dump the content of the
--path
token
--slot Slot Index of the token
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Debugging OxM Debug Token Injection

User Guide

The OEM Unlock Token is only examined by firmware at system boot, and so the token
injection cannot return any failure codes.

If the token is failing to unlock the platform or enable other debug features as expected,
Intel® Trace Hub messages must be examined, as they indicate why a token was
rejected.

These messages are available using the Intel® System Studio tool available to download
via Intel website.

Example when OxM Debug token is rejected due to authentication problem —
Using Intel® Trace Hub messages on the SUT :

Example of a failure case -

"[RBE] Load Module index (2)" Normal

"RBE_EVT TOK TYPE - 0x3" Normal

"[RBE] Validate manifest type (1) of partition (4)"

Normal
"[RBE] Token authentication failed - 36" Normal
"Reject secure token error 36" Normal

"[RBE] CSE Boot stall flow" Normal

"[RBE] Poll for boot stall done" Normal

Intel Confidential 43



i n te l ‘ References

8 References

Document Source

575021-575021-cnl-oem-secure-tokens- https://www.intel.com/content/www/us/en/design/resou
ug-revOp5.pdf rce-design-center.html

PFT_Security_User_Guide.pdf Intel® Platform Flash tool

Intel® DnX User Guide CSME FW kit

Intel® Signing and Manifesting Guide

Video explaining token creation/injection  https://techtraining.intel.com/ProjectTraining/Course/200
and debug on Customer training portal 0234/
(use your log in detail)

Intel® System studio https://registrationcenter.intel.com/
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